The name of your project

CS39440 Major Project Report

Author: Morgan Jones ([mwj7@aber.ac.uk](mailto:mwj7@aber.ac.uk))

Supervisor: Dr. Chris Loftus (cwl@aber.ac.uk)

22nd April 2019

Version 1.0 (Draft)

This report is submitted as partial fulfilment of a MEng degree in Software Engineering (With Integrated Year In Industry) (G601)

Department of Computer Science

Aberystwyth University

Aberystwyth

Ceredigion

SY23 3DB

Wales, UK

Declaration of originality

I confirm that:

* This submission is my own work, except where clearly indicated.
* I understand that there are severe penalties for Unacceptable Academic Practice, which can lead to loss of marks or even the withholding of a degree.
* I have read the regulations on Unacceptable Academic Practice from the University’s Academic Registry (AR) and the relevant sections of the current Student Handbook of the Department of Computer Science.
* In submitting this work, I understand and agree to abide by the University’s regulations governing these issues.

Name Morgan Jones

Date 22/04/2019

Consent to share this work

By including my name below, I hereby agree to this project's report and technical work being made available to other students and academic staff of the Aberystwyth Computer Science Department.

Name Morgan Jones

Date 22/04/2019

Acknowledgements

I am grateful to…

I’d like to thank…

Abstract

Include an abstract for your project. This should be approximately 300 words.

The abstract is an overview of the work you have done. Highlight the purpose of the work and the key outcomes of the work.

Contents

1. Background, Analysis & Process 3

1.1. Background 3

1.2. Analysis 3

1.3. Process 3

2. Design 3

2.1. Overall Architecture 3

2.2. Detailed Design 3

2.2.1. Even More Detail 3

2.3. User Interface Design 3

2.4. Other Relevant Sections 3

3. Implementation 3

4. Testing 3

4.1. Overall Approach to Testing 3

4.2. Automated Testing 3

4.2.1. Unit Tests 3

4.2.2. User Interface Testing 3

4.2.3. Stress Testing 3

4.2.4. Other Types of Testing 3

4.3. Integration Testing 3

4.4. User Testing 3

5. Critical Evaluation 3

6. Annotated Bibliography 3

7. Appendices 3

A. Third-Party Code and Libraries 3

B. Ethics Submission 3

C. Code Samples 3

# Background, Analysis & Process

## Background

The aim of this project is to build a responsive web application that will allow students in the university to give feedback and ask questions anonymously throughout a lecture or workshop.

The idea being that the students would connect to the system by entering a 6-digit code that would be read out at the start of the lecture, the lecturer taking the session could then respond to the feedback and questions as they are provided by perhaps explaining things further or re-visiting misunderstood material.

Any data given would be recorded by the system for review by a lecturer at some point in the future enabling the lecturer to easily see a summary of the feedback and adjust future content delivery accordingly.

### Motivation

The project interested me because it presented opportunity for me to learn and gain more experience with web development and in particular the use of a web framework technology, this was something I had struggled with in the past despite having an interest in and knowing that the ability to develop using a full-stack web framework is a valuable, if not essential, skill in the world of web development.

I was also inclined to take the project because of the accessibility of the problem domain. I myself have been a student for years therefore the transition of starting to think like my end users (students) was an easy one.

### Research

During my research I started recording all activity, links and ideas in a project diary that was heavily used during the first few weeks of the project and continued to be used throughout the project.

I knew I wanted to use a web framework approach because my product was to be a web app. The main three I considered were Ruby on Rails [1], Laravel and Django [2] because all three are popular and well established/supported tools. I chose Django in the end despite having previous experience with Ruby on Rails because I am most competent with the python programming language (Django being the web framework for python). This did mean I had to learn Django from scratch, but that learning experience was one of the reasons I chose the project in the first place.

There were many options for my choice of IDE because the standard approach was simply to use a text editor alongside folder/file navigation. The most common editors I saw used in the various Django tutorials I watched were either “Sublime Text 3” [3] or “atom” [4] text editors. I chose “atom” because it has all the functionality of sublime text but with the added benefit of being open source and therefore having many plugins available that I could make use of during the project; I installed a command line console plugin [5] that allowed me to run the server and access the database directly without having to switch desktop windows and a beautify plugin [6] that auto-formatted my HTML and python code.

I knew the system would have to be responsive because most student users would access it through their mobile phones during a lecture. My CSS skills are limited and therefore chose to use a CSS library to assist in this aspect of the project. Bootstrap was my choice of technology for assisting with the responsive design because the purpose of the technology is to “Build responsive, mobile-first projects on the web” [1]. I have also had some experience with older versions of it so had a feel for how it was used already.

The application will need to store data in a database. I had previous experience with MySQL, SQLite3 and PostgreSQL. I chose PostgreSQL [8] because it has the most advanced features and is therefore the most flexible, there is a lot supporting tutorials for using it with Django and it is the database technology I am most competent with having used it all throughout my year in industry.

I wanted to have the feedback display in a visual way and had previous experience using JavaScript along side the HTML canvas to produce client side graphics; it was my aim at the beginning of the project to use these skills to produce some form of visualisation of feedback in graphs or charts. Later in the project I decided to use a JavaScript library (chart.js) for my data visualisation because it required far less code to be written and tested by me.

As inspiration for my system I looked at a quiz system produced by a student (NAME HERE) as a major project in a previous year. It was a good place to start as it showed me the type of style and quality I should be aiming for. The simplistic style of the site and the way he presented data visually stood out to me as something I would want in my app. I also discussed with my supervisor the means of authenticating staff using a login and connection over LDAP to a university server, this was how the student achieved the staff login functionality on his project; a functionality I too would need to implement.

As result of this I tried reading the LDAP RFC specifications and investigated the use of a python library (ldap3) [9]that would function as an LDAP API for my Django application. My supervisor also forwarded me an email that was provided to (NAME HERE) with instructions on how to connect and process the data returned by the application level protocol (LDAP).

I then read the tutorials on writing a custom authentication backend to accommodate for my authentication via LDAP, this would still allow me to use Django’s built-in authentication system.

The system was to be used by the university. Every other web service the university provides is available in both Welsh and English because the university is bilingual. It seemed appropriate that my app should also be available in Welsh and English.

## Analysis

After the above-mentioned background preparation, the project direction was decided. The system was to be built in python following the Django web framework using a customised version of the atom text editor as an IDE. JavaScript was to be used to add some form of data visualisation and Bootstrap was to be used to ensure responsive design.

Sessions for lectures would only be managed by members of university staff this would be made possible by a user login functionality that utilised authentication over LDAP to a university server. Feedback would only be provided by those with an active 6-digit session code given out by a member of staff at the start of a lecture.

### Requirements (Feature List)

Shortly after my initial research and learning I produced a feature list; as is process convention in an FDD project. I broke the problem down into functionally valuable features and separated these features into four feature sets with estimated weeks for each feature set.

The four feature sets were:

* Authentication
* Lecture Management
* Session Management
* Providing Feedback

The content of these feature sets evolved throughout the project and were not all ordered by dependency; especially between the last two I found my self frequently jumping from working on Session Management features to working on Feedback features and visa-versa.

The authentication feature set started with only one feature which was LDAP authentication, this was because at the time I was unsure on the difficulty of the feature I later included internationalisation in this feature set due to feature being easier to implement than first expected.

The motivation for having sperate Lecture Management and Session Management came from the idea that a single lecture may be given many times to different classes.

Lecture Management is more basic CRUD functionality which expanded throughout the project to include search query functionality and functionality to work with PDF uploads.

Session Management is more to do with managing live sessions through a control panel style page this made use of JavaScript, jQuery and AJAX. This feature set also included the feature for visually displaying feedback data.

Providing Feedback was meant to be the simpler UI as it was intended for use by students on mobiles. It required connecting to an active session and maintaining user data through use of a session on the server.

## Process

I originally intended to follow a personalised version of feature-driven development (FDD) as my engineering process. I chose FDD because it is recommended when building a project which is well defined and would allow me to get a lot of design out of the way during the first three FDD process steps (AKA iteration zero). This approach worked well at the start of my project as it resulted in me producing a range of high-level design diagrams to model the system which served as a useful starting point to which only incremental updates were necessary throughout the project. I also produced an ordered feature list that functioned as a requirements specification and reference point for noting my own progress.

As the project progressed, I found that my progress tracking to be unaligned with FDD because my iterations did not follow the standard 6 FDD iterative milestones. I was working through the features on my feature list but was writing code, updating design and tests at the same time. This hinted at my adoption of XP-style iterations and caused me to abandon my attempts at maintaining an FDD progress tracking report.

Into the second half of the project I found that I was almost entirely writing code and unit tests with very little updates to the formal test or design. This apparent decrease in discipline was due I think to my attempt to make unplanned changes that I was often unsure of and resulted in failures/rollbacks or minor advancements. It is for this reason I have kept this report in the structure of a plan-based project because from an honest perspective the project structure now reflects that with investment in design, implementation and testing in that order.

# Design

## Overall Architecture

Towards the start of the project I produced several high-level UML designs to model the system; these diagrams were updated as the project progressed. I used Visual Paradigm community edition to produce the diagrams.

### Behavioural Diagrams

My behavioural diagrams display the system functionality and detail the intended user workflow.

I used a use-case diagram to brainstorm the functions of the system both the staff and student users would want to access.

I used activity diagrams to describe in detail the set of actions and decisions users would take when using the application.

### Structural Diagrams

I started with an entity relationship diagram describing the underlying data the system would need to store in the database. Focusing on data was recommended to me by my tutor during my year in industry.

I had to redesign the database in the middle of the project to reduce redundant data, make the addition of extra functionality easier and allow the use of more Django conventions.

* I made use of relations produced by Django’s authentication contribution therefore removed attributes from the lecture relation.
* Added a ‘Time’ relation allowing feedback sessions to be re-started by introducing multiple start and end times.
* Shifted attributes from the Lecture relation to the Session relation resulting in more flexibility of the functioning of the application.
* Removed my ‘enum’ relations for the type of feedback options available by instead using a simple varchar type attribute on the feedback table which was restricted only by the hard-coded values supplied to a ChoiceField on a Django model class. This is more conventional for fixed drop-down options in Django.

The component architecture of the system is quite basic, I had originally intended to write a desktop program to go along with the system but that feature never got implemented.

## Detailed Design

I found detailed design difficult and delayed it for most the project. My original goal was to auto-generate it using some tool, I tried to use the pygraphviz python package to do this however ran into an issue to do with missing C libraries that I could not resolve.

There was a general lack of documentation for the standard of how to model Django applications I think due to that fact that the code you write into a Django application is mostly not class structured albeit the MVC framework is.

A common recommendation for low-level design was to describe the Object-Relational mapping classes with a class diagram. This is only obvious aspect of the code requiring a class diagram of its own since all ORM in Django is always defined in classes.

This in my opinion does not as that much value as it is close to structure described in the database, as it would be considering these classes are used to build the migrations that in turn build the database.

Below is the class diagram describing the ORM classes from my applications models.py file. These are the model part of the MVC design pattern on which Django framework is built.

## User Interface Design

During my research and while learning Bootstrap I build mock UI designs of how I imagined different pages of the site would look. This allowed me to have a talking point with my supervisor and others about the look of the site it also allowed me to have a detailed starting point for my HTML templates.

The design of the UI evolved over time as the exact functionality of the pages became clearer. Below is a comparison between the original UI design and the final result.

|  |  |
| --- | --- |
| Figure 1 Login Page Original | Figure 2 Login Page Final |
|  | |
| Figure 3 Lecture List Page Original | Figure 4 Lecture List Page Final |
|  | |
| Figure 5 New/Edit Lecture Page Original | Figure 6 New/Edit Lecture Page Final |
|  | |
| Figure 7 Lecture Detail Page Original | Figure 8 Lecture Detail Page Final |
|  | |
| Figure 9 Connect Page Original | Figure 10 Connect Page Final |
|  | |
| Figure 11 Feedback Page Original | Figure 12 Feedback Page Final |

One of the main changes between my original design and the final design is the simplification of the interface, which is mainly achieved through removing unneeded text and separating sections more clearly. TALK ABOUT WHAT I LEARNED FROM READING ‘Don’t Make Me Think’ HERE

# Implementation

# Testing

Detailed descriptions of every test case are definitely not what is required in this section; the place for detailed lists of tests cases is in an appendix. In this section, it is more important to show that you adopted a sensible strategy that was, in principle, capable of testing the system adequately even if you did not have the time to test the system fully.

Provide information in the body of your report and the appendix to explain the testing that has been performed. How does this testing address the requirements and design for the project?

How comprehensive is the testing within the constraints of the project? Are you testing the normal working behaviour? Are you testing the exceptional behaviour, e.g. error conditions? Are you testing security issues if they are relevant for your project?

Have you tested your system on “real users”? For example, if your system is supposed to solve a problem for a business, then it would be appropriate to present your approach to involve the users in the testing process and to record the results that you obtained. Depending on the level of detail, it is likely that you would put any detailed results in an appendix.

Whilst testing with “real users” can be useful, don't see it as a way to shortcut detailed testing of your own. Think about issues discussed in the lectures about until testing, integration testing, etc. User testing without sensible testing of your own is not a useful activity.

The following sections indicate some areas you might include. Other sections may be more appropriate to your project.

## Overall Approach to Testing

## Unit Testing

## Integration Testing

## User Testing

# Critical Evaluation

## Functional Evaluation

### Requirements – DO I NEED THESE??

### Design

### Meeting Needs of Users

## Work to Extend the Project

The addition of a desktop python program that could display feedback data to a lecturer without the browser having to be open may add value to the system. This program would make use of a web API of my application which could be implemented by use of the Django REST framework.

My program has feedback options that I have defined myself. This is limiting as the feedback that can be given is pre-restricted. It would be an improvement if users running feedback sessions could define their own feedback forms that the application would use allowing each member of staff to tailor feedback options to their individual needs.

## Alternate Approach If Redoing the Project

The most difficult aspect of my project was getting the functionality I wanted on the client side. I ran into multiple issues due to an increase in the amount of JavaScript and jQuery I had to add to the project. In the end I stripped away functionality to get it to a good enough working state.

These problems would not have been an issue if I had taken a different approach with the technologies I had used. I found myself trying to develop two pages that were themselves needing to be more like control panel style single page apps with heavy use of jQuery code and AJAX calls.

The functionality I wanted could be developed much easier if using a client-side view framework instead of fixed templates build on the server-side. I invested time during the project attempting to fix this by trying to learn and integrate react.js into my project. I found it difficult to get working and due to already falling behind my self-set targets decided to discard my changes and continue with my original plan of using Django templates.

If doing the project again I would almost certainly start using react.js integrated with Django from the get-go. I would convert the Django app into a pure web API using the Django REST framework to serialise all data into JSON; then use react.js as an API client to dynamically build and reload components of the UI.

In the final weeks of the project I have been reading about vue.js a client-side framework similar to react but far easier to get started with for beginners due to less initial configuration being required. If I had discovered earlier, I could have added vue.js into my project for use on the two pages that are client-code heavy; which could have improved the quality of my project considerably.

## Overall Evaluation

I think the project went well overall. I had to refactor continuously throughout as I learnt better ways to implement things using more advanced topics of the Django framework. I learnt about problems I was not aware of at the start and ways to solve them using new techniques and technologies.

The project game me more exposure to web development and in that respect was a success. In my opinion the application is functional as a responsive web application and meets the requirements of a basic feedback system. I think the project in its current state would serve as a good starting point for developing a more robust and advanced system if I could start again taking what I have learned and my reflections into consideration.

The lack of discipline in my engineering process is something that makes the project weak when compared to the standard of a professional software project. I believe the decrease in discipline stems from an uncertainty with the requirements, technologies used to implement them and general lack of experience working on large projects. This is something that comes in time and this project has done nothing but help by providing me with a valuable learning experience.
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# Appendices

The appendices are for additional content that is useful to support the discussion in the report. It is material that is not necessarily needed in the body of the report, but its inclusion in the appendices makes it easy to access.

For example, if you have developed a Design Specification document as part of a plan-driven approach for the project, then it would be appropriate to include that document as an appendix. In the body of your report you would highlight the most interesting aspects of the design, referring your reader to the full specification for further detail.

If you have taken an agile approach to developing the project, then you may be less likely to have developed a full requirements specification. Perhaps you use stories to keep track of the functionality and the ’future conversations’. It might not be relevant to include all of those in the body of your report. Instead, you might include those in an appendix.

There is a balance to be struck between what is relevant to include in the body of your report and whether additional supporting evidence is appropriate in the appendices. Speak to your supervisor or the module coordinator if you have questions about this.

* 1. Third-Party Code and Libraries

If you have made use of any third-party code or software libraries, i.e. any code that you have not designed and written yourself, then you must include this appendix.

As has been said in lectures, it is acceptable and likely that you will make use of third-party code and software libraries. If third-party code or libraries are used, your work will build on that to produce notable new work. The key requirement is that we understand what your original work is and what work is based on that of other people.

Therefore, you need to clearly state what you have used and where the original material can be found. Also, if you have made any changes to the original versions, you must explain what you have changed.

The following is an example of what you might say.

**Apache POI library** – The project has been used to read and write Microsoft Excel files (XLS) as part of the interaction with the client’s existing system for processing data. Version 3.10-FINAL was used. The library is open source and it is available from the Apache Software Foundation [5]. The library is released using the Apache License [6]. This library was used without modification.

Include as many declarations as appropriate for your work. The specific wording is less important than the fact that you are declaring the relevant work.

* 1. Ethics Submission

This appendix includes a copy of the ethics submission for the project. After you have completed your Ethics submission, you will receive a PDF with a summary of the comments. That document should be embedded in this report, either as images, an embedded PDF or as copied text. The content should also include the Ethics Application Number that you receive.

* 1. Code Samples

This is an example appendix. Include as many appendices as you need. The appendices do not count towards the overall word count for the report.

For some projects, it might be relevant to include some code extracts in an appendix. You are not expected to put all of your code here - the correct place for all of your code is in the technical submission that is made in addition to the Project Report. However, if there are some notable aspects of the code that you discuss, including that in an appendix might be useful to make it easier for your readers to access.

As a general guide, if you are discussing short extracts of code then you are advised to include such code in the body of the report. If there is a longer extract that is relevant, then you might include it as shown in the following section.

Only include code in the appendix if that code is discussed and referred to in the body of the report.

Random Number Generator

The Bayes Durham Shuffle ensures that the pseudo random numbers used in the simulation are further shuffled, ensuring minimal correlation between subsequent random outputs.

// Some example code here…